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Design of the Next-Generation SecureDrop
Workstation

Freedom of the Press Foundation

I. INTRODUCTION

Whistleblowers expose wrongdoing, illegality, abuse, misconduct, waste, and/or threats to
public health or safety. Whistleblowing has been critical for some of the most important stories
in the history of investigative journalism, e.g. the Pentagon Papers, the Panama Papers, and the
Snowden disclosures. From the Government Accountability Project’s Whistleblower Guide (1):

The power of whistleblowers to hold institutions and leaders accountable very often
depends on the critical work of journalists, who verify whistleblowers’ disclosures and
then bring them to the public. The partnership between whistleblowers and journalists
is essential to a functioning democracy.

In the United States, shield laws and reporter’s privilege exists to protect the right of a journalist to
not reveal the identity of a source. However, under both the Obama and Trump administrations,
governments have attempted to identify journalistic sources via court orders to third parties
holding journalist’s records. Under the Obama administration, the Associated Press had its
telephone records acquired in order to identify a source (2). Under the Trump Administration,
New York Times journalist Ali Watkins had her phone and email records acquired by court order
(3). If source—journalist communications are mediated by third parties that can be subject to
subpoena, source identities can be revealed without a journalist being aware due to a gag that
is often associated with such court orders.

Sources can face a range of reprisals. These could be personal reprisals such as reputational
or relationship damage, or for employees that reveal wrongdoing, loss of employment and
career opportunities. In severe cases, criminal charges or even violence may result from a
source’s disclosure. For example, in one case in 2015, former CIA employee Jeffrey Sterling
was sentenced to 42 months in federal prison after he was convicted of espionage for providing
documents to journalist James Risen (4). He was identified and convicted based on circumstantial
evidence: phone and email metadata (5; 6). In another example, potential sources participating
in undercover investigations of factory farm facilities would also be subject to severe reprisals,
as such investigations are criminalized in many states via so-called “Ag-Gag” laws (7). Source
protections are also needed for non-state adversaries. For example, whistleblowers Erika Cheung
and Tyler Schultz were surveilled and threatened when sharing information about fraud from
biotechnology firm Theranos (8).

Modern journalists must also face the growing threat of electronic surveillance and cyberat-
tacks: compromise of the news organization website or social media accounts (9; 10; 11), phishing
and malware targeted at individual journalists (12; 13), or the monitoring of source—journalist
communications. The threat of phishing and malware is particularly challenging for journalists
as the nature of their work involves opening files from potentially unknown sources.

The SecureDrop system (described more fully in §III) was developed in 2012 by Aaron Swartz,
James Dolan, and Kevin Poulsen to enable news organizations to safely contact and interact with
journalistic sources. In the years since, Freedom of the Press Foundation took over stewardship of
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the project. Dozens of news organizations now use SecureDrop, including The New York Times,
The Intercept, and The Washington Post. SecureDrop provides a standard secure submission
interface for news organizations, which is infeasible for small or medium news organizations to
develop and maintain on their own. The journalist workflow of the original architecture includes
multiple physical devices that bridge an airgap. Inside the airgap, a viewing station for journalists
contains a private key used to decrypt submissions. In five years of production use, we have
identified ways to reduce SecureDrop’s operational complexity for journalists and administrators
while increasing its compartmentalization.

In this paper, we describe the motivation and design for a next-generation SecureDrop work-
station. Instead of using multiple physical machines to compartmentalize operations, the new
workstation separates them using software-based compartmentalization on commodity hardware.
This is done through the use of QubesOS: a single-user desktop distribution of the Xen hyper-
visor, where each application runs in its own Virtual Machine (VM).

In §II we describe the high-level goals of the overall SecureDrop system. In §II-D we describe
in more detail the threats we consider. We provide an overview of the entire SecureDrop system
in §III, with a description of the challenges in the journalist workflow in §III-B. We next describe
the technical goals of the Next-Generation SecureDrop Workstation for journalists in §IV and
discuss some related work in §V. An overview of QubesOS is described in §VI and a detailed
description of our architecture in §VII. We enumerate the most important countermeasures applied
to the SecureDrop Workstation in §VIII. We conclude with a discussion of potential future
improvements in §IX and a summary in §X.

II. GOALS

The security goals of the overall SecureDrop system are in two broad categories: to protect
journalists and their sources.

A. Protecting sources
Goal II.1. Prevent identification of journalistic sources. Source identities should become public
if and when a sources decides to come forward. SecureDrop aims to be one solution to the “first
contact” problem: how a source and journalist can meet without their first meeting producing
an incriminating metadata trail.

Goal II.2. Preserve confidentiality of source materials. We also want to preserve the confiden-
tiality of source materials until the time of publication if source documents are to be published.
If source materials are available prematurely, sources may be at risk if they have not removed
themselves from potentially dangerous situations.

B. Protecting journalists
Goal II.3. Prevent journalists from being compromised via malicious submissions. Given the
threats to journalists described in §I, journalist devices and materials must be protected from
compromise in order to ensure that they can continue to do their reporting work without putting
their other sources at risk. We also want to protect the corporate IT network, by preventing
attackers from getting a foothold in a news organization’s network through malware submitted
through their SecureDrop.
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C. Other design considerations
1) Usability: Other important design considerations include usability of the system, which

is of particular importance for users in high-risk and high-stress situations such as working
with journalistic sources (14). Usability of security and privacy tools have a history of lacking
sufficient UX input, leading to catastrophic errors made by users in user studies (15; 16). Poor
usability can also lead to users associating a given tool with reduced trustworthiness (15).
Usability for journalists is an important goal since we want to prevent journalists from losing a
lead or story due to finding the tools too challenging to use. Finally, usability for administrators
in the hosting organization is also an important consideration: if lack of proper maintenance can
leave a system in an insecure and dangerous state, the maintenance effort required should be
considered a usability goal for administrators.

2) Guarantees of Security and Anonymity: No individual journalist or digital security tool
can provide a complete guarantee of anonymity and security to a journalistic source. The goal
of SecureDrop is to provide the safest possible method for source—journalist communications,
not to render it completely impossible for sources to be identified. One important consideration
for source users is that Tor does not conceal that a user is accessing the Tor network, so if Tor
usage is very low in a given region, it is possible that the use of Tor would raise suspicion.
Broader awareness and usage of Tor would help mitigate this.

3) Legal and Governmental Threats: As a disclaimer, these threats are jurisdiction and country-
specific. While the goal of the SecureDrop Workstation is to provide a strong technical solution
for whistleblowers and journalists to communicate, it cannot provide complete protection against
the increasing surge of legal and governmental threats against newsrooms across the world
(17; 18). If raid or seizure occurs, provided the servers and workstations are powered off, all
source materials are encrypted on-disk. However, if a news organization can be compelled to
tamper with/subvert their SecureDrop, hand over encryption keys, or otherwise provide infor-
mation on sources to authorities, SecureDrop (nor any technical solution) cannot defend against
this scenario.

D. Threat Model
We consider a range of adversaries: from state or corporate actors to trolls or curious hackers.

Our threat model accounts for an adversary who can monitor local network traffic, or who
can tamper with or drop traffic. We assume they have XKEYSCORE-like capabilities, wherein
internet metadata is captured for later analysis (19). We assume an adversary can directly monitor
or acquire through court order the data of any third party, including search engine data, direct
messages (Facebook, Twitter, etc.), e-mail messages, cellphone call and text metadata, cell
location data, as well as physical mail metadata (20; 21).

An adversary can pose as an anonymous source and submit directly to the SecureDrop system.
They can submit malware, spam or other harassing material to journalists through SecureDrop.
We also assume that an adversary may attempt to compromise journalist devices (this motivates
the compartmentalization of the SecureDrop system from the rest of the news organization’s IT
infrastructure (22)) as well as attempt to compromise the SecureDrop servers or web applications
directly.

III. SECUREDROP OVERVIEW

In Figure 1, we show an overview of the original SecureDrop architecture. Each SecureDrop
deployment consists of two servers: an application server and a monitoring server. The application
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Fig. 1. Workflow of the existing SecureDrop workstation architecture. In steps 1-2 we show the source workflow as the source
logs in using Tor Browser to submit documents which will be stored encrypted on the SecureDrop application server. In steps
3-4 we show the journalist workflow where a journalist downloads and decrypts documents for viewing.

server runs two Python web applications:
• Journalist Interface: A web application available over an authenticated Tor Onion Service

for journalists to use to download documents.
• Source Interface: A web application available over a Tor Onion Service for sources to use

to submit documents.
Source anonymity is ensured by the use of Tor onion services: all source traffic is routed through
the Tor anonymity network (23). Sources are further encouraged to use the Tails Operating
System (24) if possible for its amnesiac properties. The Journalist Interface is exposed only
as an Authenticated Tor Onion Service primarily for defense in depth: if a web application
vulnerability is found in the Journalist Interface web application, an attacker would first need to
provide a secret in order to access the onion service in order to use the vulnerability.

By default administrators who SSH into these two servers for administration will use SSH
interfaces only available over Tor onion services. While source and journalist HTTP traffic and
administrator SSH traffic is routed through Tor through the use of onion services, most other
traffic is not routed through Tor. Apt traffic to and from upstream Ubuntu package repositories
and the Freedom of the Press Foundation package repository1, SMTP traffic (for email alerts),
and NTP traffic goes directly between the SecureDrop server and the external service.

The monitoring server runs a host-based Intrusion Detection System (IDS) (OSSEC): it sends
encrypted email alerts to administrators within the news organization. Both these servers are

1https://apt.freedom.press

https://apt.freedom.press
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segmented from the rest of the news organization through the use of a network firewall running
pfSense.

A. Journalist workflow: Airgap
In order to successfully decrypt a submission using this original architecture, a journalist must

boot into two distinct Tails environments (24) on two physically separate computers: an online
computer (used for downloading encrypted submissions), and an offline air-gapped computer
(used for decryption and viewing of submissions). To do this, at least three USB drives are
required: one for booting the online workstation, one for booting the offline workstation, and
one for transferring data between the two workstations.

The workflow is as follows: they first boot their dedicated online workstation to Tails (on
a USB drive). This drive is configured with the credentials required to access the journalist
interface. They download encrypted documents and copy them to a data transfer device. The
data transfer process is most commonly done using reused USB drives as described above,
but in other cases is done using CDs. This data transfer device is brought into the airgap to
the dedicated workstation again running Tails. The airgap workstation is the only place in the
SecureDrop architecture where the private submission key is stored. Journalists decrypt and read
documents there.

B. Challenges with the Airgap
The airgap workflow has been in production since 2013 (25), and in that time several challenges

have been observed due to operational complexity and insufficient compartmentalization in the
air-gap environment. More specifically:

1) Cumbersome process: The time-consuming process of using an air-gapped system, espe-
cially when a large volume of material is being submitted through SecureDrop, can lead to
security failures where users work around the airgap for convenience. Additionally, since
the process is entirely manual, it is subject to user error. This means that mistakes can
have catastrophic implications, for example decrypting documents directly on the USB
transfer drive which will be later connected to an online workstation, effectively breaking
the airgap.

2) Breaking the airgap: In many deployments, the airgap is not a true airgap due to the use
of USB drives to traverse the airgap. These USB drives may be reused. This is done in
most cases for convenience due to the overhead of burning CDs to bring documents into
the airgap which are then destroyed. An attacker that is able to get code execution in the
air-gap environment can put sensitive data on the USB drive for exfiltration. This is due
to the lack of isolation in the journalist workstation environment: the submission private
key and source documents are stored together. The attacker knows that a journalist will
take this USB drive back to a network connected device as part of normal operations.

3) Lack of updates: Unless a news organization is diligent in applying updates, the air-
gap environment will lag behind in security updates. This is a significant issue as the
air-gap environment should be the most hardened and the most protected part of the
SecureDrop architecture since it contains the private key for the instance and plaintext
source documents, and because it is the location where potentially malicious files are
opened.
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4) Targeted malware to exfiltrate data from the airgap: There is a rich literature on
exfiltrating data from airgaps (e.g. see studies in (26; 27)). The SecureDrop team has
observed malware specifically targeting the SecureDrop airgap (28).

IV. SECUREDROP QUBES WORKSTATION: TECHNICAL GOALS

To accomplish the security goals described in §II, we have the following technical goals for
the Qubes workstation, an alternative to the journalist workflow described in §III-A:

1) Ensure known vulnerabilities are patched.
2) Isolate the submission private key from potentially malicious submissions.
3) Isolate each source’s documents. If source A is malicious, they should not be able to access

source B’s material.
4) Recover from an attacker getting code execution in the VM used to open submissions.
5) Provide defense in depth to protect against unknown vulnerabilities.
6) Automate high risk operations to minimize the possibility of user error in manual work-

flows.
In addition, we have the following ancillary goals:

1) Be maintainable by non-specialist IT staff at a news organization.
2) Be usable by non-technical staff.

V. RELATED WORK

Fig. 2. Screenshot from Air Force SecureView presentation (29)

.

Unclassified documents indicate that the U.S. government has developed systems similar to
the SecureDrop—Qubes workstation. The Air Force’s SecureView project is a secure workstation
where documents from different levels of classification are isolated in different VMs (29).
The workstation runs on an open-source baremetal hypervisor (XenClient / OpenXT) using
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commodity hardware. They developed a color-based system called GlowView, where the color
of the backlit keys and an LCD screen on a keyboard indicate which security domain the user
is currently working on.

Tails is a Debian-derivative Linux distribution intended for users particularly focused on
protecting their anonymity. It is already in use in the SecureDrop architecture (24). It is intended
for applications including working on sensitive documents, but does not have the same strong
isolation provided by Qubes VMs when opening documents. However, it remains the best choice
for a potential journalistic source to use when submitting to SecureDrop.

Subgraph OS is another hardened OS with similar security goals to the SecureDrop workstation
(30). Its alpha release included a Tor integration and kernel hardening using the grsecurity patch
set. Many applications used for opening common file types are launched in oz sandboxes, their
own sandbox technology (31). Given its alpha state and the stronger protections provided by the
use of VMs in Qubes, we opted to build the SecureDrop workstation on QubesOS.

VI. INTRODUCTION TO QUBESOS
QubesOS is a desktop-based Xen distribution (32). Xen is a type 1 (baremetal) hypervisor

commonly used in cloud environments (33). It is aimed at the end user who wishes to enforce
security by compartmentalization. See Figure 3 for an overview of QubesOS’ key concepts. The
administrative domain dom0 is a privileged domain that runs the control stack for the rest of the
VMs. In QubesOS the window manager runs in dom0, and along with logic used to provision
the rest of the system’s VMs. The desktop user defines security domains called AppVMs and
runs applications or sets of applications within them. None of these unprivileged domains has
direct access to the hardware. Attachments such as microphones, webcams, or USB devices must
be passed through to the VM guest.

A. Template VMs
Each AppVM is based on a template, called a TemplateVM. For SecureDrop this is primarily

Debian 10 (Buster). For QubesOS this is generally Fedora: dom0 runs an older version of Fedora
(Fedora 25 as of Qubes 4.0) and more recent versions of Fedora for system-provided domains.
The relationship between AppVMs and their templates is as follows: when a given AppVM
boots it begins with the state of the parent TemplateVM at the time of boot. That AppVM will
reset to the state of the template VM after it is shutdown, except for a few directories including
/home, /usr/local, and /rw/config, which will persist in the AppVM (34).

B. Disposable VMs
Another useful concept in Qubes is the DispVM, or disposable VM. This is a VM that is used

once. Upon shutdown, it is destroyed. As with AppVMs, this DispVM is based on the state of
the parent TemplateVM at the time of boot. The next time a disposable VM of a given type is
booted, it begins with the state of the parent Template VM.

C. Non-networked VMs
Since each unprivileged domain does not have direct access to the underlying hardware, we can

have a VM which does not have a network interface from its perspective. This is a location where
we can store secrets including private keys or other sensitive data such as source documents.
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Fig. 3. Overview of QubesOS use of Xen.

D. QubesOS-provided System VMs
Qubes provides three system VMs: sys-net, sys-firewall, and sys-usb. The net-

working stack runs in sys-net. These utilities are isolated such that if there is a vulnerability
in dhclient or another part of the networking stack, only the sys-net VM will be com-
promised. Firewall rules are applied in (via iptables) in sys-firewall. USB devices are
assigned to sys-usb and can be assigned to other VMs upon demand by the user.

E. Inter-VM Communication
Inter-VM communication in Qubes is done using Qubes’ qrexec (35), based on Xen’s

libvchan (see §VIII-H for more detail). This is the mechanism we use to move files and data
between VMs.

VII. SECUREDROP QUBES WORKSTATION: ARCHITECTURE

This section describes the design of the Qubes-based SecureDrop workstation which can be
run on a single physical computer supporting Intel VT-x (for hardware assisted virtualization)
and Intel VT-d (Intel’s I/O MMU virtualization technology required for effective isolation of
network and USB VMs) or their AMD equivalents. Instead of using physical isolation between
the online and air-gap workstations, we use the isolation between security domains in Qubes to
do so.

In Figure 4, we show an overview of the VM architecture of the SecureDrop Qubes work-
station. We configure the workstation using Qubes’ salt management stack (36). We assume
that these workstations are kept in a physically secure environment to prevent physical attacks
(including tampering), however full disk encryption partially mitigates the threat of search or
seizure of the workstation.

Beginning with the VM directly accessing the network, we have sys-net and sys-firewall,
our QubesOS-provided NetVMs. sys-firewall is in turn connected to a VM used for
running the tor process, required in order to connect to the journalist interface running on
the SecureDrop application server.
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Fig. 4. Data Flow Diagram of the SecureDrop Qubes Workstation. Three Python subcomponents are shown in the figure in
the teal circles: a chat-like GUI (https://github.com/freedomofpress/securedrop-client) running in the sd-app VM, a stateless
application for passing requests/responses between the SecureDrop server and the user (https://github.com/freedomofpress/
securedrop-proxy) running in sd-proxy, and scripts for exporting and printing documents (https://github.com/freedomofpress/
securedrop-export) running in sd-devices. In the figure we also show the secrets stored in the workstation: the submissions
in sd-app, the private key in sd-gpg, and the HidServAuth secret used to connect to the Journalist Interface onion service
in sd-whonix.

The VM running tor is connected to the final VM that has network access, sd-proxy. This
VM takes requests (passed via qrexec) from the user, constructs an HTTP request and passes
that to the VM that is running tor. Similarly when a response is returned that HTTP response is
passed back to the user via qrexec. The server address is hardcoded in the forwarder VM. This
split-VM architecture between the tor process and the program that uses it was operationalized
by the Whonix project, which we use in the SecureDrop workstation (37).

The journalist user interacts with a GUI application, which runs in a non-networked VM
sd-app. When the user triggers some action that requires contacting the server, e.g. downloading
a document, the application makes a qrexec call to sd-proxy VM which has network access.
Since sd-proxy has the server address hardcoded, an attacker that gets code execution in the
GUI VM can only communicate with the SecureDrop server, not arbitrary network locations,
unless they are able to successfully perform a Xen escape or pivot into a network connected
VM.

The private key material is stored in a separate VM (discussed further in §VIII-C). The GUI
VM needs to call out to it to perform cryptographic operations. When a user wants to open a file,
it gets opened in a disposable VM that is also non-networked, one per document. Since these
file-opening VMs are where malicious files will be opened, they represent one of the highest-risk
areas in the workstation so further hardening is applied, described in §VIII.

https://github.com/freedomofpress/securedrop-client
https://github.com/freedomofpress/securedrop-proxy
https://github.com/freedomofpress/securedrop-proxy
https://github.com/freedomofpress/securedrop-export
https://github.com/freedomofpress/securedrop-export
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VIII. COUNTERMEASURES

In this section we enumerate the countermeasures that are applied to minimize risk to the
system.

A. Dedicated VMs
Attack surface reduction is accomplished by isolating complex functionality, e.g. the network

stack, into their own VMs. Dedicated VMs are used for all sensitive operations: cryptographic
operations and the opening of malicious files.

B. DispVMs
Plaintext messages are decrypted and displayed in the GUI chat interface running in sd-app.

All other files are decrypted, and then opened in non-networked dedicated disposable VMs, one
per document. Additional hardening is performed in these disposable file opening VMs: kernel
hardening described in §VIII-F, the use of AppArmor described in §VIII-G.

C. qubes-split-gpg
Private key material is isolated in the sd-gpg AppVM via the use of qubes-split-gpg

(38). The user is prompted for initial access to the gpg key and notifications appear for each
key access thereafter. The qrexec RPC policies only allow cryptographic operations from the
sd-app AppVM. This reduces exposure of the private key.

D. GUI is in a non-networked AppVM
Since the GUI chat interface renders user-supplied input, it runs in the non-networked VM

sd-app AppVM. If for example an HTML injection vulnerability exists in the UI, if a user
clicks on a link provided by the attacker, an attacker will not be able to exfiltrate data or access
resources from the internet.

E. Updates
All VMs receive security patches by updating the underlying templates. In order to start the

GUI chat interface, a user must first apply all security patches, and if updates in their NetVMs
or dom0 (such as a Xen update) are required, they must apply the patches and reboot before
running the GUI application or interacting with source documents.

F. Kernel Hardening
To defend against both known and unknown vulnerabilities, SecureDrop-maintained templates

use the grsecurity-hardened kernel (also used on SecureDrop servers). This complicates the
exploitation of memory corruption based vulnerabilities (39). Most importantly, this kernel is
used in the VMs where potentially malicious files are opened. This mitigation makes it harder
for an attacker to get code execution on the workstation.
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G. Mandatory Access Control
In addition to kernel hardening, AppArmor is used in several VMs to restrict the capabilities of

targeted programs that handle untrusted user data. AppArmor is a Linux kernel security module
that provides Mandatory Access Control: it enables the definition of a profile which defines the
capabilities the program is allowed. We apply upstream-maintained AppArmor profiles for some
common applications used to open potentially malicious files in the file opener VM, including
Evince and Libreoffice. The GUI chat application also has an AppArmor profile applied as it
displays untrusted user input. The tor process (running in sd-whonix) also has an AppArmor
profile defined and enforced.

H. Inter-VM Policies
QubesOS provides an RPC framework for inter-VM communication (35). QubesOS builds

upon this RPC mechanism to implement primitives and tools to expose various methods of
inter-VM communication to end users. We also can define our own RPC services. For example:

• qubes.Filecopy: Allow transfer of files from a source VM to a target VM. This is used
by the qvm-copy-to-vm tool.

• qubes.Gpg, qubes.GpgImportKey: Allow basic GPG-based operations. This is used
by the qubes-gpg-client-wrapper tool used by Qubes split-gpg functionality (38).

• qubes.ClipboardPaste: Allows the use of a shared clipboard across the entire system,
allowing to copy-paste from one VM to another (40).

• securedrop.Log: Allows securedrop VMs to send log messages to a centralized logging
VM. Described further in §VIII-K.

• securedrop.Proxy: Passes requests/responses between a non-networked AppVM and
the SecureDrop server.

While these tools provides significantly improved functionality when working with multiple
VMs, this increases attack surface for VMs, especially when the system is processing user-
supplied and potentially malicious files. By default, all SecureDrop Workstation provisioned
VMs adopt a deny-by-default policy (from an ask-by-default default Qubes policy), for both
incoming and outgoing RPC calls. Only explicitly-defined sources and targets are permitted for
policies that are strictly required for maintaining workstation functionality (for example, sd-app
to sd-proxy allowing the client to send and retrieve data from the journalist interface using
securedrop.Proxy, or sd-app to sd-gpg to allow the client to decrypt GPG-encrypted
files or messages using qubes.Gpg).

I. Xen Vulnerabilities
Once an attacker has code execution in a file-opening AppVM, they can escalate privileges by

(1) pivoting into a network connected VM by exploiting a misconfiguration or implementation
vulnerability in the Qubes RPC management layer, or (2) exploiting a Xen breakout vulnerability.

Attackers able to perform a successful Xen breakout would have complete control over the
workstation and its data therein.

Any Xen breakout relying on paravirtualization will not work in the SecureDrop Qubes
Workstation due to the use of fully-virtualized VMs (see also §VIII-J). Exploitation of a Xen
breakout vulnerability that applies to fully-virtualized VMs is complicated by generic exploit
mitigations provided by the hardened kernel. In addition, known Xen vulnerabilities will be
patched thanks to updates in §VIII-E.
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J. CPU Vulnerabilities
The Meltdown and Spectre vulnerabilities in 2018 demonstrated severe issues in the speculative

execution capabilities of modern processors: enabling an attacker to read privileged memory
locations from userspace (41; 42). Attacks of this kind are partially mitigated due to the use of
fully-virtualized VMs (also known as a Hardware-Assisted VM or HVM where the hardware
is simulated using qemu) for SecureDrop workstation VMs: Meltdown was not exploitable in
fully-virtualized VMs, instead only in paravirtualized environments (43; 41).

In 2019, further vulnerabilities in the speculative execution capabilities of modern processors
were discovered (44; 45; 46). At this time, upstream QubesOS disabled hyperthreading to ensure
that data cannot be leaked between VMs from a concurrent hyperthread in a Zombieload-type
attack to an unprivileged attacker. In addition, the latest microcode updates are applied as part
of automatic updates in order to ensure the latest mitigations have been applied to vulnerabilities
of this class2.

K. Logging
Logs from SecureDrop Workstation VMs are aggregated into a dedicated VM, sd-log,

through a securedrop.Log RPC policy as defined in §VIII-H. These logs will help both
debug possible failures or programming errors, as well as help in incident response.

L. Full Disk Encryption
Full disk encryption using LUKS/dm-crypt is enabled. This is enforced by default for all

QubesOS systems.

M. Guards against user error
In the sd-proxy AppVM where files are initially downloaded before being moved to the

sd-app AppVM, we configure the MIME type handler to a GUI window instructing the user
not to open files here. In the sd-app AppVM, the MIME type handlers are configured to open
the file in the sd-viewer disposable VM. These mitigations guard against a user using the
file manager in individual VMs to circumvent the workstation protections, whereby potentially
malicious files should only ever be opened in the sd-viewer VMs.

N. Secure Software Development Lifecycle
All changes are reviewed by at least one other developer. All dependency updates are reviewed

and pushed to a dedicated pip mirror for use at package build time. Static code analysis (via
the Bandit project (47)) is performed at review time to catch common issues. All SecureDrop
workstation code is published as free and open source software. All production release tags,
build artifacts, and dependency checksums are gpg-signed for integrity and authenticity. We
also expanded the scope of our existing bug bounty program3 to include the SecureDrop/Qubes
workstation.

2via a Qubes-maintained package: https://github.com/QubesOS/qubes-intel-microcode
3https://bugcrowd.com/freedomofpress

https://github.com/QubesOS/qubes-intel-microcode
https://bugcrowd.com/freedomofpress
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O. Summary
Recapping the technical goals from §IV along with how the specific mitigations above address

them:
1) Ensure known vulnerabilities are patched. This is performed via applying updates prior to

running the GUI in all VMs via updating the base templates (§VIII-E).
2) Isolate the submission private key from potentially malicious submissions: the submission

private key is isolated in its own VM (§VIII-C, §VIII-A).
3) Isolate each source’s documents: each file is isolated in its own VM (§VIII-A).
4) Recover from an attacker getting code execution in the VM used to open submissions:

each file viewing VM is destroyed after shutdown (§VIII-B).
5) Provide defense in depth to protect against unknown vulnerabilities: kernel hardening

(§VIII-F) and AppArmor complicate exploitation of both known and unknown vulnerabil-
ities (§VIII-G).

6) Automate high risk operations to minimize the possibility of user error in manual work-
flows: automation of the previously manual workflows is done via split-gpg (§VIII-C) and
the opening of documents automatically in safe environments (§VIII-B, §VIII-M).

IX. FUTURE WORK

In this section we describe the current status and planned pilot, as well as discuss some
additional mitigations that could be applied to further secure the workstation.

A. Status
A third-party audit of the alpha stage version of this project was performed in late 2018, and

no-medium, high, or critical vulnerabilities were found (48). Results will be forthcoming from
a four-month closed beta test with targeted news organizations.

B. Future Countermeasures
In this section we describe potential improvements for future security improvements to the

workstation.
There are further countermeasures that could be applied to further reduce the threat of side-

channel or covert-channel attacks on the workstation. For example, an attacker who is able to
get code execution in multiple VMs can attempt to set up a covert channel to transfer data
between VMs. In this scenario, one VM would be networked and one non-networked: the covert
channel would serve to move the data to the networked VM for exfiltration. In order to mitigate
this and other side-channel attacks, we could prevent the concurrent execution of trusted and
untrusted VMs, though there is a significant user impact. Another possibility is to pin sets of
VMs to certain CPU cores, such that untrusted VMs run together on the same core, and e.g.
cryptographic operations occur on a dedicated core.

In the current version of the SecureDrop workstation, the laptop firmware, including the BIOS
is considered trusted. The SecureDrop workstations are expected to be kept physically secure to
prevent tampering. Additional work could focus on further improvements in this area.

Currently while we aggregate logs as described in §VIII-K, we are not yet performing analysis
or alerting on these logs. Analysis could be performed by organization administrators, or the
SecureDrop team on an opt-in basis.
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C. Future Functionality
One of the major advantages of QubesOS is its ability to convert potentially malicious files

to safe formats in disposable VMs. Qubes’ includes a utility for converting untrusted PDFs to
“trusted” PDFs (49). In their approach, PDFs are rendered in a disposable VM, RGB bitmaps
of the PDF pages are returned to the calling VM, which are reconstructed into a new “trusted”
PDF. This is effectively like taking a screenshot of each page of the PDF and stitching them
back together. If a vulnerability in PDF parsing is exploited, it will be running in a disposable
VM which will be destroyed after the RGB bitmap is returned to the caller VM. In future work
this approach could be extended to more file types, such as office documents.

X. CONCLUSION

In this paper we presented the Next-Generation SecureDrop workstation, a QubesOS/Xen
based desktop workstation for decrypting and reading malicious documents. It runs on any
commodity hardware with sufficient memory that supports Intel virtualization technologies.
By ensuring vulnerabilities are patched before workstation use, ensuring the isolation of key
material and source documents, and providing defense in depth against the exploitation of
unknown vulnerabilities, the SecureDrop workstation provides a secure environment to work
with potentially malicious documents.

XI. REVISION HISTORY

February 26, 2020: Initial beta announcement
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